**What are Isometric Tiles?**

Isometric tiles are diamond shaped pictures that can be combined with other isometric tiles to form a seamless landscape for tile-based games. Due to its diamond shape, the isometric tile gives the illusion of depth.

|  |  |
| --- | --- |
| http://archive.gamedev.net/reference/articles/dino/man_on_tile.gif | http://archive.gamedev.net/reference/articles/dino/single_plane.gif |
| A single isometric tile | A map using isometric tiles |

**Isometric Tile Dimensions**

At first glance of a normal isometric tile image, you think that there are only two dimension, a width and a height. This is not totally true. Although the image does actually have only 2 dimensions (width and height) the tile image represents a 3 dimensional space and thus it needs to be described using 3 dimensions: Length, Width, and Height. A first this will be a bit confusing to remember. Don't worry. It will eventually become more natural as you work with isometric tiles.

The picture to the right shows the isometric tile with its dimensions described.  
![http://archive.gamedev.net/reference/articles/dino/tile_dimensions.gif](data:image/gif;base64,R0lGODlhtAA0APcAAAQDA0RDQ4SDg8S8vPoDAwAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAP///yH5BAEAAP8ALAAAAAC0ADQAQAj/AP8JHEiwoMGDCBMqXMjQYICHEBtKPEigokWLEzNq3Mixo0CIAkKKHEmypEiIIE2qJCnxYsuBBBrG/DeTYE2YOGkivFlzZk+BPykeDLBy5MOQKYuePBpywICmTqNKjSpg58WbHrNq3cq1YFKSRKdSDdm1rNmzZrGi1ap2rdu3cGXGnUu37kudeG3mDMo3p92/gLd+VboyYleXgQsG9ai2reKhYFESjYySsOTJRpkKmFrVKmKGMUPr9etzr9/EGwdrLhpWrFioYzujnh3XMe3Rt3PrPr27t2/ejA3a/k3872CTht1iLM7833HCJS+v7Pi5Od220qFnvlxZ+1LMCq+K/xcPVCfP0RXLKy5NE/HivHjTt1ePdTx2pdm9I9fsWqps4dVZJxdjV3202n4qJZVUf7AxSBaAAQpYXHf4bdaffyJJqGFcKbWW4YYgbjRcbiOGOFuJtKFo4oqPsehiYiq+KKNQuPnEno3q2cTejDxS1+OPWR2XHFzLATnbc/g9hFaERsKFpH75bcVkk1096V1+hGk05XqhyQcfTI552Rt5zh2o33dWajckhGKGZx5QbabXZZFdwjmnmwm1eZdXSElmmZ+UpSnAgk+Ft+Vjop3WV4vxkeZlkXDOV2d7kDJKEGaBcoepmpqKxGCehwqXV4F2yrccRqjuVd159Jm20H1/mqJ55WoX+udZpaihauqpn7mkq422wZokZYXxh2GtVN2q54q4moWkrNt5WmuDGP4H5nhU1tXhpglaiCxUH2YLYpqtXRiuuD2q5q1T56LrbpngvQtijDDKOxe9geFrr4jW6btvRvYFLPDABAv874b+HsxjwgrLyHDDJC4r5cMQKwdhpGLKSaZ5FFdc1o3uudooox17zFavv1Ja6rV2qmwysxKjGxAAOw==)

* Length: The leftmost point of the tile to the rightmost point of the tile.
* Width: The farthest point of the tile from the screen to the closest point of the tile to the screen. This is probably the most confusing dimension of isometric tiles.
* Height: The 'altitude' or thickness of the tile.

**Drawing isometric tiles**

Since an isometric tile isn't a nice rectangular shape, a simple bitblt will not work. What needs to be done is a transparent bitblt needs to be performed. If the method you are using to bitblt the tile does not support transparent bitblt'ing, then a mask of the tile being bitblt is needed. The steps needed to bitblt the tile are as follows:

1. You need the picture of the tile and a picture of a mask of the tile.  
   ![http://archive.gamedev.net/reference/articles/dino/tile_and_mask.gif](data:image/gif;base64,R0lGODdheAAcAPcAAAAAAAAAVQAAqgAA/wAkAAAkVQAkqgAk/wBJAABJVQBJqgBJ/wBtAABtVQBtqgBt/wCSAACSVQCSqgCS/wC2AAC2VQC2qgC2/wDbAADbVQDbqgDb/wD/AAD/VQD/qgD//yQAACQAVSQAqiQA/yQkACQkVSQkqiQk/yRJACRJVSRJqiRJ/yRtACRtVSRtqiRt/ySSACSSVSSSqiSS/yS2ACS2VSS2qiS2/yTbACTbVSTbqiTb/yT/ACT/VST/qiT//0kAAEkAVUkAqkkA/0kkAEkkVUkkqkkk/0lJAElJVUlJqklJ/0ltAEltVUltqklt/0mSAEmSVUmSqkmS/0m2AEm2VUm2qkm2/0nbAEnbVUnbqknb/0n/AEn/VUn/qkn//20AAG0AVW0Aqm0A/20kAG0kVW0kqm0k/21JAG1JVW1Jqm1J/21tAG1tVW1tqm1t/22SAG2SVW2Sqm2S/222AG22VW22qm22/23bAG3bVW3bqm3b/23/AG3/VW3/qm3//5IAAJIAVZIAqpIA/5IkAJIkVZIkqpIk/5JJAJJJVZJJqpJJ/5JtAJJtVZJtqpJt/5KSAJKSVZKSqpKS/5K2AJK2VZK2qpK2/5LbAJLbVZLbqpLb/5L/AJL/VZL/qpL//7YAALYAVbYAqrYA/7YkALYkVbYkqrYk/7ZJALZJVbZJqrZJ/7ZtALZtVbZtqrZt/7aSALaSVbaSqraS/7a2ALa2Vba2qra2/7bbALbbVbbbqrbb/7b/ALb/Vbb/qrb//9sAANsAVdsAqtsA/9skANskVdskqtsk/9tJANtJVdtJqttJ/9ttANttVdttqttt/9uSANuSVduSqtuS/9u2ANu2Vdu2qtu2/9vbANvbVdvbqtvb/9v/ANv/Vdv/qtv///8AAP8AVf8Aqv8A//8kAP8kVf8kqv8k//9JAP9JVf9Jqv9J//9tAP9tVf9tqv9t//+SAP+SVf+Sqv+S//+2AP+2Vf+2qv+2///bAP/bVf/bqv/b////AP//Vf//qv///yH5BAAAAAAALAAAAAB4ABwAQAj/AP8JHEiwoEGDSRIqPMiw4UAAECNKnEiRosGKGDNGHKiwjSSPID+KDOlRYRISJ1MmBGly5ciXHh9CdEizpk2GEZOAJPnSZcePbYIGHalyZVBbSJMq/agU6c2nUKNCRalTpKSrkpIk1ZY0pCSpGjFKvRjW4s2fQ3cKvepGUluYC2+W3TjW4VyIVVm2FCq0pUmsbSIFHuwmUuHCbQ5nTeg2kq1bSCHXnUyZI8q1i6/y3RxUK+TPtiQ5bko6sBuyEiur/md2rEKsmkVfjbQ4yeS7FcHintgQrV6TfEcKdYOkxF/Ysk/jFLsaaka/akUeNmx4KHTYpof3RWkciUiFtCM1/x9/UCdfxW6hUwf6sSgJj21py37tcWkb0uTzc2Q8+6NgwW0UB19jbdEnCVWI2ZIYaU1tE1obXN3i1lf6VeiQSQAK5l9wWjVIW2RcaYNVTWVZSFCJldHX4TazqbYbc3a92NpkHcEnWBLGuSgjbzTtyCNUCh0W1FsaIpZYYnE596KOu9WUkHFPJoHEdKIN6V98shWHxJNHkhiWiTJpZJBxJRwZFICDtWGScYVZFSWURslGnRsgoUYXmF5KxOVgkYSH1VtttSXUfyYJGBiaSEap05xzJoknZYu2VAKddP53aEl7DemRYRP2d6ZpfiXo1KMpgkRpYH5BVxiZ4DGqXZtu1Kp4X2AgjkoqjZvK1liaOOI4JG2bmqpoEvGhpZSD27RlC1eP2XIrpEfSOdiEBSKRq5orUTlYSqaRpg1kStEKWYjPqvaaG4j9x2ZiwjX2kxvMPhjiLd8ipQ2yoQEaZrlyzcRQkFl512daVQLVYa1uNbsVZG02lBG/rMFYE5lvSTegZ/He8iFXI/Y7l3640WichoGVkBS9Dyo3lo8A6LbjeOBdNR7LMwpE80QBAQA7)In the picture to the right, the white background of the tile image is the transparent portion of the image.
2. Bitblt the mask using the OR operator. For windows, this is the SRCPAINT raster operation (ROP). This will create a sort of 'cookie cutout' where the part where the image will be is white.
3. Bitblt the actual image using the AND operator. For Windows, this is the SRCAND raster operation (ROP). This will place the image onto the cutout without damaging any surrounding images.

The actual shape of the mask is up to you. The mask shown in the picture above allows the entire image of the tile to come through.

![http://archive.gamedev.net/reference/articles/dino/top_and_side.gif](data:image/gif;base64,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)Things get a bit trickier if you just want the top portion of the tile to show. No longer can simply just bitblt a mask and image because the second bitblt will damage the surrounding graphics. This is one drawback to having 3 dimensions. A solution to this drawback is to have the tile sides as a seperate image. This means more bitblt'ing but more flexiblity also. If you need the top of the tile refreshed, but not the sides then you can do that if you have the tile in two images.

**Isometric Tile Layering**

In order to get a smooth transition from one type of tile/terrain to another tile/terrain, 'fringe' layers need to be applied. Fringe layers are simply flat tile images (no sides) that are drawn on top of a tile for a smooth transition effect. Bellow is an example of the application of a fringe to a border of grass and stone. Of course a better artist could make the fringe look even better by applying a little dirt on the side and better colors.

|  |  |
| --- | --- |
| http://archive.gamedev.net/reference/articles/dino/fringe_tiles.gif | http://archive.gamedev.net/reference/articles/dino/fringe_example.gif |
| Tiles used to draw the image. Third tile is a fringe tile. | Small example of a fringe. |

This example is not the best example but it will do. The way the the fringe layer is applied is the same way the stone tile is drawn. First the stone tile is drawn (mask and then image) and then the fringe is drawn at the same point (mask and then image). This gives the illusion that the grass is invading the cracks of the stone. (Well it's suppose to if the art work was better :) )

Layer upon layer can be applied to a tile. There is a drawback, of course. The more layers you add to the tile, the slower the drawing of the map will be since it needs to bitblt over and over again. Layering is nice and I recommend it... but don't go overboard.

**Variable Tile Heights and Tile Base**

An isometric tile occupies a [three dimensional[![http://images.intellitxt.com/ast/adTypes/mag-glass_10x10.gif](data:image/gif;base64,R0lGODlhCgAKAKIHAECLQOfw57/Yv4CygABkAKDFoP///////yH5BAEAAAcALAAAAAAKAAoAAAMmeAI0clCREAp4EARjShnR1HlENHhoCS1pESkDQRTN+8qgDeH6TiQAOw==)](http://archive.gamedev.net/reference/articles/article738.asp)](http://archive.gamedev.net/reference/articles/article738.asp) space. There is no rule that all tiles in a set of tiles (or tileset) need to be the same height. Having variable height tiles is actually a nice feature to have. Let's take our stone tile for instance. The first image of the tile has a height of 9 pixels. There is no rule that says that our grass tile needs to be the same height as the stone tile. Actually, making the tiles different heights by a pixel or two will make the landscape look even more realistic.

In order to be able to draw tiles with variable heights properly, we need to know where is the base for this tile. What's the tile base? The tile base is simply the offset from the tile top (the maximum height value) to the point in the tile where the tile is flush with the ground. The image bellow shows an example of 3 tiles with different heights and how they are drawn next to each other using the tile base as a sort of guide line.

|  |  |
| --- | --- |
| http://archive.gamedev.net/reference/articles/dino/var_height.gif | http://archive.gamedev.net/reference/articles/dino/var_height_example.gif |
| 3 tiles with different heights. The purple line is the tile base for that tile. | The 3 tiles drawn next to each other with the tile bases lined up. |

When drawing tiles with a tile base other than 0, simply move the tile up on the Y coordinate prior to the bitblt and then bitblt at that point. Here's a sample C/C++ code to do that:

void DrawTile(char TileID, long DestX, long DestY, char BaseOffset){

//Initializing stuff

DestY -= BaseOffset; //Move the tile up the Y axis to take into

//account the tile base.

//Actual bitblt call

}

It's actually very easy to implement. One very nice thing about variable height tiles is that it doesn't take away that much processing power to do unlike the bitblt'ing done above.

**Conclusion**

That is the quick and slightly confusing story of isometric tiles from my point-of-view. All of these ideas have been developed with a particular map engine in mind but the ideas should be abstract enough to be useful in any map engine. If you have any questions about this article, feel free to contact me (See above). I am willing to help anyone who asks nicely. If I don't respond right away, don't get mad... I'm probably just busy or away. I'll always respond to tell you I got your email.

Good Luck.

[**Discuss this article in the forums**](http://archive.gamedev.net/community/forums/topic.asp?key=featart&uid=738&forum_id=35&Topic_Title=Isometric+Tiles)
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